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Abstract. The decentralized and distributed nature of workflow in or-
ganizations demands for support from decentralized and distributed com-
putational systems. However, most conventional workflow applications
use centralized architectures. Agent technology seems to be an adequate
approach for supporting distributed systems. We have extended the ca-
pacities of a multiagent system for knowledge and information distri-
bution in such a way that it can handle general workflow processes in
a decentralized way. A working prototype is reported, and quantitative
experiments have been conducted to show that the distributed workflow
process flow control makes possible better scalability than the centralized
counterpart.

1 Introduction

Within enterprises, streamlining processes have led to the implementation of pa-
perless document circulation by means of workflow management systems (WfMS)
[1, 2]. They are today a standard component of many enterprise-wide information
systems and their value is widely acknowledged.

Within commercial and industrial domains, the business process execution
and the process flow control are performed in a decentralized way because or-
ganizations are physically and often logically distributed. In other words, there
is no central entity orchestrating each activity composing the whole business
process. This decentralized and distributed nature of workflow in organizations
demands for support from decentralized and distributed computational systems.
However, most conventional workflow applications use centralized architectures.

In this paper we present an extension of an Information and Knowledge
distribution system [3–5], which is an agent-based information system aimed to
distribute the right piece of knowledge to the right person within different parts
of an organization. In fact, distributing knowledge and information items could
be thought of as a restricted kind of workflow, as it just comprises a document
generation and its distribution, ending with the document reception by a final
user. But if, for instance a document needs to pass through authorization in order
to be distributed, then a more complex workflow is needed, and even this simple
task is beyond the basic version of our knowledge distribution system. So, we
enhanced our knowledge distribution system with general workflow capabilities.
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This paper structure is as follows: After this introduction, we present some
background about our knowledge distribution multiagent system. Then, in sec-
tion 3 we present our proposal. In section 4 a working prototype is presented,
which is validated experimentally in section 5. Then, we compare our work with
others in section 6, followed by a conclusion.

2 Background - Our System Architecture

Fig. 1. Knowledge distribution system architecture.

Our workflow system is an extension of an information distribution system
[6], which is based on a multiagent architecture shown in Fig. 1. It comprises
some types of agents which appear in the mentioned figure but from which we
are going to explain just those agents which are important for the work we are
presenting:

Site Agent. This agent, works like a network router; it receives messages
from any agent and distributes the information to the proper users under its
site or domain. The distribution is made by first finding the corresponding users
located in conceptual hierarchies. These hierarchies may represent organizational
departments, interest areas, work groups, etc. Each Site Agent keeps in touch
with others Site Agents so that they all together make a network of agents for
information distribution.

Personal Agent. Each user may have one personal agent that filters the
information addressed to the user and shows it through a web browser, sends
him/her an e-mail or a message by a SMS service.

3 The Proposed Architecture

In our architecture, we are going to take the “personal agent” of JITIK as
the basic workflow executers. The proposed solution for decentralized workflow
process management consists in breaking down the workflow process execution
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and the process flow control into small execution units handled by intelligent
agents, and allowing the agents to reflect the organizational structure and the
way processes are controlled and executed, i.e., distributed and decentralized.

For this purpose, two agent types are required: a new agent type named
Registry Agent for holding process descriptions, keeping track of all the run-
ning processes at every moment and creating process instances on demand; and
the existing Personal Agent for assisting its user/worker to perform his/her as-
signed tasks. In the end, Personal Agents are the actual organizational processes
orchestrators in a distribution and decentralized fashion.

Once all agents (one Registry Agent and one Personal Agent for each user
participating in a process) are up and running, the Registry Agent receives a
process description [7] as input and segments it into atomic task descriptions.
A task description is composed by the process identifier this task belongs to;
the information to be handled which can be a link to a document; the assigned
Personal Agent referenced by its user description in terms of the organization,
i.e., the Personal Agent of the user in department D and position P ; a list of
tasks to be enabled right after this task finishes its execution containing the
corresponding Personal Agent reference; the join and split operations to apply;
and the number of flows that converge to this task. After process description
segmentation, the Registry Agent distributes each task description to the corre-
sponding Personal Agent executor. This way, all Personal Agents know what to
do in advance when a task of a process instance is running, resembling the way
an organization works. It is assumed that each task is assigned to only one user,
i.e., a unique Personal Agent.

3.1 Agent Communication

Since all tasks are distributed, Personal Agents need to send messages among
them in order to enable tasks of the same process instance. In Petri Nets, a
token is a marker that specifies in which part of the net is occurring the actual
processing. In our system, a token is an agent message which contains a process
ID, an instance ID and a task ID over which the message recipient must operate.

A task is enabled when its Personal Agent receives the necessary tokens for
task enabling according to a join operation (AND, OR, XOR), e.g. let us assume
that in a process, tasks ta, tb, tc and td exist and are owned by Personal Agents
PAa, PAb, PAc and PAd respectively, and ta, tb and tc are direct predecessors of
td which in turn synchronizes the three incoming flows, i.e., PAd must perform
an AND-join operation in order to enable td. Therefore, right after PAa, PAb

and PAc finish its task execution, each of them send a token to PAd. And only
when all three incoming tokens are received task td is enabled and ready for
execution. A sequence diagram showing this token passing is illustrated in Fig.
2(a).

When a Personal Agent finishes a task execution and is about to enable the
successive tasks in the process flow, it sends a single enabling token for each
successor task to its owner Personal Agent according to a split operation (AND,
OR, XOR), e.g., let us assume that in a process, tasks tm, tn, to and tp exist
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(a) AND-join operation.

(b) XOR-split operation.

Fig. 2. Enabling workflow tasks.

and are owned by Personal Agents PAm, PAn, PAo and PAp respectively, and
tn, to and tp are direct successors of tm which in turn selects one of the three
outcoming flows, i.e., PAm must perform an XOR-split operation in order to
enable only one of tn, to or tp. A sequence diagram showing this token passing
is illustrated in Fig. 2(a), here, task to was selected and thus the token was sent
to PAo.

A token can be sent by the Registry Agent or a Personal Agent. When the
Registry Agent enables one or more tasks is because a process instance has just
been created by it and the first tasks in such instance process are being enabled.
This is the only case in which the Registry Agent is involved in the process flow
control. When a Personal Agent enables one or more tasks is because it just
finished the execution of one of its tasks. Notice that several tokens can be sent
at a time by each Personal Agent for different process instances. Moreover, when
a task status changes (e.g. from enabled to in-execution), the task owner sends
a message to the Registry Agent to inform the event. This is for monitoring
purpose and will not be explained here.

4 Prototype

The developed prototype for distributed and decentralized workflow process ex-
ecution consists in several software layers shown in Fig. 3.
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Fig. 3. Agent-based workflow software layers.

Agent Platform. The chosen agent platform for developing and executing
our system agents was JADE because of its robustness [8]. Additionally, we used
the JADE ACL messaging mechanism for agent communication.

Data Access. This layer is used for information access support. It allows
agents to acquire information about their user or search other users’ Personal
Agents.

Workflow. Workflow process descriptions [7] taken as system input, are
parsed and then segmented into atomic task description. This way, Personal
Agents are able to know their assigned activities in advance and perform their
tasks when a process instance is generated. This layer also works as information
provider to the upper layer as explained below.

Agent Communication. On top of the Workflow layer the communication
components were developed. These components are used for translating task
descriptions into Tasks, as objects, so that Personal Agent can manage them.
Based on these Tasks, Tokens can be generated and passed among agents for
workflow enactment.

System Agents. Personal Agents, a single Registry Agent (and other system
agent) are running constantly in the platform; they acquire information about
users, such as who and where is his/her Personal Agent, through the Data Access
layer; they rely on the Agent Communication layer for process instance creation,
token passing and task enabling; and furthermore, the Registry Agent creates
process instances and keeps track of all active processes.

5 Experiments

Since it is well known that a distributed application (e.g. using agents) diminishes
the workload among its element while increases the communication, the objective
of the experiments is to demonstrate that the proposed decentralized execution
of workflow processes can be implemented (concept proof) and that performs
better than a centralized approach. Thus, the performance of both approaches
were compared using the elapsed time for executing certain number of process
instances at a time.

Three processes were designed for this purpose, each of them representing
some basic workflow patterns [9]. It was decided to test using the basic workflow
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(b) AND split and join

Fig. 4. Comparison between the centralized and the decentralized versions of workflow

patterns since when combined they form complex workflow processes. The first
testing process represents the sequence pattern which, according to its nature,
was combined with no other workflow pattern. And the second testing process
represents the combination of the parallel split and the synchronization workflow
patterns since they match, i.e., they are the AND split and joint.

An experiment consisted in the creation of an increasing number of process
instances at a time, i.e., first one process instance, then 2, then 3 and so on up
to 20 instances at a time. For each block of instances, the seconds elapsed from
the first instance creation until the last task in terminate of the last process
instance was measured. Thus, at certain moment there were several process
instances running at a time.

The execution of a task consisted on waiting certain amount of simulation
cycles. All tasks were standarized to 5 cycles and each cycle lasts 10 milliseconds,
which means that the total amount of time for executing a task is 50 milliseconds.
Notice that there was no central control on the passing time, i.e., each agent had
to decide how much time had elapsed by its own.

For resembling the centralized approach, all tasks of the testing processes
were assigned to one single agent who had to perform the whole work by itself.
There were other threads along with the centralized version in order to allow all
agents to operate under the same conditions.

For simulating the distributed approach, all tasks of the testing processes
were completely distributed, i.e., one agent were assigned to perform only one
task.

For testing our system with respect to sequential processes, a simple process
were defined in which 42 tasks is sequence were put. In the decentralized case,
each task was assigned to one single Personal Agent. And in the centralized case,
each tasks was assigned to a single Personal Agent. For the centralized case, when
processing a single instance, the elapsed time was of 96.275 seconds and for 20
instances the elapsed time was of 1778.313 seconds. For the decentralized case
the elapsed time was of 79.811 seconds for 1 process instance and 434.517 seconds
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for 20 instances. As can be appreciated in Fig. 4(a) even for 1 process instance,
the decentralized approach overcomes the centralized one.

In other experiments, we tested our system with respect to parallel split
and synchronization, The process used for this test consisted of a single task
(thread) that splits into 40 different thread composed by one task each. After-
wards, all threads converges into another single one. In the centralized case, the
duration of one instance execution was 102.411 seconds and for 20 instances it
lasted 4068.367 seconds, i.e., over an hour for executing 20 instances. And the
decentralized case lasted 47.31 seconds for one instance and 523.287 seconds for
executing 20 instances of the same process. Figure 4(b) shows a comparison be-
tween these two approaches for workflow process execution. It is clear that a
decentralized approach overcomes a centralized one in execution time.

The results presented in this chapter demonstrate that the distributed and
decentralized execution of workflow processes outperforms a centralized archi-
tecture for the basic workflow patterns. It is clear that these results extrapolate
to more complex patterns, which are combinations of the basic ones.

We think these results are clear indication that the decentralized architec-
ture has advantages in terms of scalability, which is a very important issue for
large organizations. Indeed, in the experiments we can see that some of the
performance curves for the centralized version grew faster than linear.

The reason why the decentralized architecture outperforms the centralized
approach, in terms of scalability, is that in the latter we are increasing the number
of process instances over one single thread of execution (one Personal Agent),
eventually saturating it; this single thread becomes a bottleneck and produces
an increasing time overhead. That explains why, in the graphs presented, with
an increasing number of instances, time increases not linearly, but worse (we did
not investigate whether in the centralized case time was polynomial, exponential
or other, but clearly is not linear).

6 Related Work

In general, other agent-based workflow architectures [10–16], emphasize the ne-
gotiation aspect of multiagent systems and their distributed nature. Thus, they
proposed a distributed workflow system as well. However, they centralize the
workflow process execution in one single agent (called Workflow Agent or Trig-
ger Agent). In section 5, a comparison between a decentralized process execution
and a centralized one was presented. Results demonstrate that a decentralized
workflow process execution is better than a centralized one in terms of scalabil-
ity. In addition, in those architecture there are several agent instantiation at run
time under no control. In other words, they assume an environment with unlim-
ited resource while in real environments that cannot be assumed. Our system
does not makes that assumption since all agents are predefined to run at system
start up. Snd besides, the required quantity of agents in our system is linear to
the quantity of workers in the organization.
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Compared to agent-enhanced approaches [17–19] our system architecture al-
lows to automate behavior, i.e. agents can execute tasks on its own without
human involvement, agents react to its environment, agents can adjust them-
selves, e.g., they can create new tasks or new routing depending on the circum-
stances, and finally, agents have high level features such as learning, negotiation,
and planning [20]. In other words, an agent-based application has more benefits
than an agent-enhanced workflow application since in the agent-enhanced work-
flow application agents’ behavior is limited to the possibilities of the underlying
WfMS.

Other architectures have been proposed for distributed workflow engines [21],
distributed components of workflow patterns [22], and a distributed architecture
in which components get communicated via ontological messages [23]. However,
in traditional distributed system, all decisions, coordination and cooperation are
hard-coded at design time. Additionally, the elements of these systems share a
common goal. These are remarkable differences between this kind of systems and
multiagent systems [24] since in the latter, the agents may not share common
objectives and therefore they must act strategically, so that they can achieve the
outcome they most prefer. In addition, agents are assumed to make decisions
about what to do at run time (acting autonomously) while traditional distributed
systems cannot.

7 Conclusions

We presented in this paper a multiagent-based architecture that supports decen-
tralized workflow processes execution. The proposed solution for this purpose
consisted in breaking down the workflow process execution and the process flow
control into small execution units handled by distributed agents.

A prototype was developed in order to prove that the proposed solution for
decentralized workflow process execution performs better than a centralized ap-
proach. Experiments were setup combining some of the workflow patterns and
for different number of process instances. The results were, in the two experi-
ments, conclusive since the decentralized approach outperforms the centralized
version. These results prove that a decentralized approach for workflow process
execution is more scalable than a centralized one.

As future work, we plan to include support for the remaining and more
complex of the workflow patterns [9], allow agents to perform automated tasks
without human intervention, e.g., when a task requires to incorporate informa-
tion automaticaly from particular information sources or alarms to be triggering
because of something happened in a legacy application.

Also, our decentralized proposal makes it possible to start a process execution
and at some part continue it within another organization. This would be inter-
organization workflow, which has great economic potential.
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